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Summary

The present work constructs a bridge between logic (sequent calculus) and computation (automata)
by showing their equivalent formal language parsing power for lower classes of the Chomsky Hierar-
chy. Though analogous correspondences had long been known, our proof employs a significantly more
straightforward and direct translation between sequent rewriting rules (logic) and string production rules
(computation). We believe the result presented herein constitutes a first step toward a more extensive
and richer characterisation of the interaction between computation and logic as well as a finer-grained
complexity separation of various sequent calculi.
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Proof theorists study substructural logics to understand the effect of admitting or eliminating struc-
tural rules on the properties of proof systems, usually presented as a sequent calculus. Of particular
interest for computation is linear logic (LL) | | as it restricts Contraction and Weakening rules,
making proofs more resource-conscious (and thus computation-relevant) than its classical counterpart.

The multiplicative-additive fragment of linear logic (MAALL)! | ] in which each formula is
used exactly once was shown to be PSPACE-complete | ] and further restriction by removal of
additives, to multiplicative linear logic (MLL) makes the calculus NP-complete [ ]

Little is known about the computational complexity of proof systems based on even ‘weaker’ frag-
ments of LL, except for the NP-completeness | ] of the Lambek calculus (L), the intuitionistic,
non-commutative, multiplicative fragment of LL with direction-sensitive implications. L was originally
introduced as a proof system for formalising natural language syntax in Lambek’s seminal paper [ ]
but was later shown by Abrusci | ] to be a fragment of LL without Exchange, leaving Cut as the
sole allowed structural rule. Chomsky conjectured in 1963 | ] the equivalence between type-logical
grammars based on L and context-free grammars (CFG) and thus began the research into the expressivity
of Lambek grammar. Pentus confirmed Chomsky’s conjecture | ] and further proved | ] that
removal of multiplicative connective does not change the expressivity such that the product-free Lambek
grammar is also context-free. However, no fragments of L corresponding in expressivity to lower classes
of formal grammars (equivalently automata) in the Chomsky hierarchy have been identified.

Here, we show that, intuitively, the restriction on the size and directionality of the logical formulae
permitted in the proof system, more so than on inference rules, yields the variation in expressivity that
corresponds exactly to the difference between context-free, linear context-free and regular grammar.

1Here, we focus exclusively on propositional logic without the exponential connectives. For a survey of computability
and complexity for more general linear logic and its first-order extension, see [ ]



Preliminaries

The expressive power of a class of automata is defined by the formal languages it can parse (i.e. decide the
set membership). Formal languages in turn are characterised by the nature of grammatical production
rules required to generate all strings therein. Here, we consider the class of context-free grammars.

Definition 1. A context-free grammar (CFG) G = (N, X, Sg, P) consists of sets N of non-terminal
symbols, 3 of terminal symbols, a start symbol Sqg € N and P C N x (¥ U N)™, the set of production
rules, where (3 U N)™T consists of finite non-empty sequences of terminal and non-terminal symbols.
Any rule p € P of the form A — aB (resp. A — Ba) is said to be right linear (resp. left linear).
A CFG is a linear context-free grammar (LCFG) if all production rules are either right or left-linear.
A (right) regular grammar (REG) is a context-free grammar all of whose production rules are right
linear. Likewise and equivalently for the left regular grammar.

We identify the fragments of Lambek calculus L with equivalent expressivity to context-free grammar
subclasses by constructing a suitable type-logical grammar, ‘Lambek grammar’. To illustrate, we present
the Axiom, Cut-rule and two inference rules: (/ —),(\ —) considered herein.? Let L(/ —) be the
fragment with Axiom, Cut and (/ —). We likewise define L(/ —,\ —). We let ', A, O... be sequences
of propositions or types, which we denote by «, 3,7... and are elements of T'p the set of types.
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Given a finite set Pr = {A, B,C, ...} (of primitive types), we define T'p(/,\) as the smallest set such
that i. Pr C Tp and ii. for any o, 8 € Tp, a/B,a\p € Tp. We let T'p,, for any n € N be the set of types
in which the number of distinct occurrences of connective symbols /,\, or the type’s ‘degree’, is at most
n. We now define the Lambek grammar.

Definition 2. A Lambek grammar G is a quadruple (Pr,V, Sg, f), with the set of primitive types Pr,
the finite set of symbols or alphabet V', the distinguished type Sg € Pr and the type assignment function
f:V — QTP where Q77 is the powerset of Tp. f is naturally extended to strings; f* : V+t — Qre’
defined by Vw € VT st. w = aj...an, fT(w) ={T € Tp*|l = aj...ap, s.t. Yk, € f(ag)} where
VT is the set of all finite non-empty strings of symbols in V and Tp™T is the set of all finite non-empty
sequences of types. The language £ recognised by G is a subset of VT, such that for any w € V¥, w e L
iff I € fH(w) s.t. L+ T — Sg (i.e. any given string is in the language iff there is a sequence of
types assigned to it which is reducible to Sg in L). The grammar and language for fragments of L are
analogously defined.

Main results

The construction of corresponding grammars relies on structural inductions on the sequent, which in
turn requires the existence of a Cut-free proof for any provable sequents.

Theorem 1. The elimination of Cut from L(/ —) does not change the set of provable formulae and
likewise holds for L(/ —,\ —).

Sketch of proof. (Gentzen’s Theorem in | 1) To illustrate, we present the sequent replacement
procedure for L(/ —).
r ; A/
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Assume that the premises of the Cut on the left are provable without Cut. Then, the last step in the
derivation of A — « is the (/ —) as shown below.

A — o 2 —a (/ =)
A—a
2Readers can consult [ ] for a clear presentation of the rest of the rules in Lambek calculus in Gentzen-style.



Readers can verify that the replacement of Cut by a ‘smaller’ Cut (Cut’ on the right) is possible due to
the assumed Cut-free provability of relevant premises, noting in particular that A’ contains one less /
connective than A. The procedure is analogous for L(/ —,\ —). We now state our main theorem.

Theorem 2. The following three pairs of Lambek-fragment grammar and formal grammar (without the
empty string) are of equivalent expressive power.

L(/ —)-grammar with Tp(/) < CFG
L(/ —,\ —)-grammar with Tp;(/,\) < LCFG
L(/ —)-grammar with Tp1(/) & REG

Sketch of proof. The construction of a Lambek grammar given a CFG begins by identifying:
Pr=N,V =% and Sg = Sg (hereafter S).

The type assignment f : V — QTP() is defined as follows, assuming Greibach normal form [ ]. For
any a € V, f(a) C Tp(/) is the smallest set such that A € f(a)if A - a € Pand (--- ((4/Bn)/Bn-1)/--)/B1 €
f(a) ifA— aBl...Bn_an e P.

The converse direction involves the same identities of terminals/alphabet and start symbol<-distinguished
type but the treatment of assigned types is more subtle: we let N = f(V), the set of all sub-types®
of all types assigned to symbols in V by f : V — QTP(/). The corresponding production rules are;
a—abifaBn € Pif (- ((a/Bn)/Brn-1)/++)/P1 € f(a) and @« - a € P if a € f(a).

To show the language equivalence, we use the following structural lemma that follows the form of
sequents constructible by applying the (/ —) rule.

Lemma 3. (‘Reducibility condition’) Let I" be a non-empty sequence of types in Tp(/). L(/ =) FT — S
iff T'=a, Aq, ..., A,, where

1. «is of the form (--- ((S/Bn)/Bn=1)/--)/B1 where p1,.., 0, € Tp(/) and

2. forall1 <k <n,L(/—)F A = B

Moreover, likewise holds for reducibility to any other types besides S.

Consider a production rule of the form S — a1 - - - 8, with S on the left-hand side. The application
of Lemma 3 to the corresponding type assignment (--- ((S/8n)/Bn-1)/---)/B1 € f(a) and recursively to
the type assignments that correspond to production rules with g1, s, ... or 8, on the left-hand side and
so on, implies the language equivalence by induction on the length of Cut-free derivation.

The results for LCFG and REG follow the analogous construction of corresponding grammars with
appropriate restrictions on production rules and types.

1. A/B € f(a)iff A—»aBe€P

2. B\A€ f(a) iff A— Ba € P, and

3. Ac f(a)if A—a€P.

Discussion & future

The result presented here shows the Lambek grammar’s sensitivity to the restrictions on the type degree
and directionality. The unidirectional L(/ —)-grammar is the simplest Lambek grammar with context-
free complexity and may be considered as the proof-theoretic analogue of the Greibach normal form.
We further note that the type degree restriction to one naturally corresponds to the (bi)linearity of
production rules.

Though the language equivalences themselves are not particularly surprising, we believe the directness
of the production rule<inference rule translation equips us with an intuition to extend the result to
related and more general classes of interesting problems. For example, an intimate understanding of the
computational behaviour of sequent calculus at inference rule resolution would, we believe, encourage
more interaction between proof complexity and formal languages. For more concrete developments,
promising directions include i. the formal language-theoretic characterisation of slightly modified Lambek
calculus and linear logic inference rules, ii. further work in fine-grained descriptive complexity of other
linear logic fragments and iii. identification of Lambek grammars that correspond in complexity to
star-free languages, mildly context-sensitive languages, Lindenmayer-systems| ], ete.

3Considering a type « as a string, its substring o/ is a subtype of « if it is a type.
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